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Chapter 1

Introduction

Two of the most basic and important tasks with computers are the navigation
and editing of structured or semi-structured information such as:

e File systems,

Hypertexts (e.g., HTML documents),

Visual programs (e.g., JavaBeans),

Object-oriented Designs (e.g., OMT and UML),

Presentations.

To build these structures, hierarchical and graph representations are usually
used. For example, in UNIX file systems, directories and files are hierarchi-
cally structured, and hypertexts have a graph structure, in which documents
are linked by hyperlinks. Navigation is by browsing a display of informa-
tion or by looking for objective data by following the hierarchy or links, and
editing involves modification of individual data and information structures.

This task is required not only by experts and programmers, but also by
ordinary users. The recent spread of World Wide Web (WWW) and people’s
desire to edit their home pages have increased the likelihood that ordinary
users will need to perform such a task.

The requirements of editing differ from those of navigation. For example,
the user interfaces of Web page builders differ from those of Web browsers.
Here are some important differences in the view required for editing:
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e [t is important for the user to grasp the structure of the information,
because editing involves modification of the structure. In addition, it is
often useful to understand where the user is editing and the structure
around editing points during modifying individual data. An outline
view of the structure is required, since there is usually too much in-
formation to display all of the details in a single screen. In practice,
most web page builders provide an outline view of hyperlink structures,
unlike most web browsers.

e During editing, it is frequently necessary to handle multiple parts simul-
taneously. For example, the user may drag-and-drop information from
one node to another, edit one node comparing with other nodes, and
create a hyperlink between two nodes. Therefore, a web page builder
is useless unless it supports multiple windows, whereas a web browser
can be used in a single window without major problems.

The main objective of this research is to construct a framework of graph-
ical user interfaces (GUIs) that satisfy above requirements and are simple
and easy to use for editing.

1.1 Motivation

Practical editor applications still rely on traditional multi-window or multi-
buffer (split window) based user interfaces, though they do not support effi-
cient editing interfaces satisfying above requirements. Navigation and editing
with these interfaces are complicated and time-consuming because:

e No relationship between opened windows (buffers) is shown, and the
layout of the windows (buffers) is independent of the information space,
making it difficult to grasp the structure of the information and to un-
derstand where the user is editing. To show an outline of the structure,
one or more additional windows (buffers) are required. However, an
outline window has a difficulty in showing correspondences of multiple
windows to data in the information space.

e Management of multiple windows and buffers is tedious and time-
consuming. In multi-window systems, the many opened windows over-
lap during editing, making it difficult to find the window needed for
the next editing operation. Moreover, the user may have to rearrange
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windows in order to see them simultaneously. In multi-buffer systems,
the user must explicitly split the window in the most suitable way (e.g.,
vertical or horizontal), and enter appropriate data in each buffer.

Distortion views [33, 48, 47, 29, 49, 41, 5, 11] are information visualization
techniques that solve problems of multi-window and multi-buffer systems by
showing details of multiple focal points and the overall context of the in-
formation displayed in a single view. To realize such a representation, dis-
tortion views magnify areas around focal points while shrinking other areas,
as shown in Figures 1.1 and 1.2, which show distortion views of a regular
2D grid. Multi-focus distortion views (Figure 1.2) allow the user to spec-
ify multiple focal points, and provide more flexible layouts of focused areas
than single-focus distortion views (Figure 1.1). Since distortion views always
display the relative positions of each editing part in the overall information
space, the user can easily grasp the structure of the information, and the
relationships between focal points in the overall context. In addition, since
magnified focal points are not overlapped in distortion views, there is no need
to rearrange multiple focal points.

This research was motivated by the fact that distortion views have not
been used in practical editor applications, although multi-focus distortion
views seem to have potential for editing large information spaces. However,
in reality, there are still problems with managing multiple foci, although
management is easier than in multi-window and multi-buffer systems. The
greater flexibility and freedom of multi-focus layouts often make greater de-
mands on the user than do single-focus views, in which a change of layout
involves only focus movement and a change in the magnification factor. In
multi-focus views, the user may have to navigate the information by per-
forming boring focusing and defocusing operations on multiple parts of the
screen, in order to obtain the layout most suitable for a particular editing
situation, which changes frequently during editing. The aim of this research
is to develop a user interface that allows users to easily obtain the layouts
required for various editing situations.
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1.2 Contributions

The major contributions of this dissertation are as follows:

e Development of a new GUI framework for navigating and editing struc-
tured information through multi-focus distortion views.

e Automatic focus management techniques for simplify users’ tasks, by
using a command history and application semantics.

e Implementation of the techniques as a GUI library, Hyper Mochi Sheet.

e Enhancement of usability with application semantics.

1.3 Content

Chapter 2 shows the application domain of our techniques using example
applications of Hyper Mochi Sheet.

Chapter 3 provides a survey of related literature on distortion view tech-
niques.

Chapter 4 analyzes general problems of using existing distortion views for
navigation and editing. We show that the most important issue is trade-off
between freedom of distortion layouts and the number of command invoca-
tions, and introduce our principles for solving these problems.

Chapter 5 proposes three interaction techniques for multi-focus manage-
ment: focus size prediction, predictive focus selection, and dynamic query.
Our techniques are shown to reduce the number of command invocations,
thereby keeping distortion layouts free and flexible.

Chapter 6 shows that the use of application semantics provides enhanced
support for navigation and editing, and decreases the number of command in-
vocations. This is demonstrated by a case study, using a visual programming
environment (VPE) as a sample application.

Chapter 7 discusses this work and describes contributions.

1.4 Publications

Some of the work in this thesis has been published or will be published in
the following papers.
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Chapter 2

A Tour of Applications

Basically, our objective applications of Hyper Mochi Sheet are editors of
nested networks. Nested networks are hypertexts, which consists of hier-
archically nested nodes and hyperlinks. A node is a basic component of
hypertexts, and includes texts, pictures, or other primitive representations.
Nodes can be grouped hierarchically, so that hierarchical information can be
directly mapped to nested nodes. In addition, any two nodes may be linked
by a hyperlink, which allows the user to navigate from the source node to

the destination node.
Nested networks can represent various information structures such as:

e File systems,

e Hypertexts (e.g., HTML documents),

e Visual programs (e.g., JavaBeans),

e Object-oriented Designs (e.g., OMT and UML),
e Presentations.

In the following, we show three example applications of Hyper Mochi
Sheet; a visual programming environment, a presentation tool, and a direc-
tory editor.
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Figure 2.1: A visual programming environment KLIEG

2.1 KLIEG: A Visual Programming Environ-
ment

Figure 2.1 shows a visual programming environment KLIEG [66, 53, 65, 52],
which addresses the scalability problem. KLIEG allows the programmer to
edit multiple modules in one view and to construct nested data-flow net-
works for programming in the large. In Figure 2.1, there are four modules at
the top level (nqueens, combiners, master_worker_nqueens, and dis-
patchers). The master worker nqueens module is the most magnified
in size, and nqueens is rather shrunken. In addition to data-flow links, a
program includes invisible hyperlinks from components to their definitions
and documents, and a document is also a hypertext. When the user follows
a hyperlink, the system focuses its definition. Moreover, the system auto-
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matically defocuses unnecessary parts. Using KLIEG, the user can easily
drag-and-drop components between modules, and can navigate through a
program using hyperlinks during editing.

2.2 KagamiMochi: A Presentation Tool

Figure 2.2 shows a novel presentation tool, KagamiMochi, which can handle
hierarchically structured slides with hyperlinks. In effect, it can be used
as a 2D visual outline processor for hypertexts. It allows the creator to
edit a presentation through multi-focus views. It can also simultaneously
show multiple slides and their overview during presentation. Each picture in
Figure 2.2 is a different view of the same presentation. The top view is an
overview, and the bottom view is a focus+context view in which the slide
titled “Structure of Diagrams” is the focus. With a single mouse operation,
the presenter can follow a hyperlink from a slide to the next, and the system
automatically moves the focus to the next slide and adjusts the size of the
slides. The creator of the presentation does not have to explicitly designate
these sizes during editing, as the system predicts the sizes from a history of
editing operations.

2.3 HishiMochi: A Directory Editor

Figure 5.15 shows a directory editor, HishiMochi![63]. It visualizes the di-
rectory structure of a file system as nested rectangles. The user browses the
directory structure by magnifying and shrinking directories. Each leaf node
is a text browser or an image viewer, so that the user can see the contents of
the file. In addition, HishiMochi provides editing functions such as adding,
deleting, copying, and moving directories and files.

'Hierarchy search interface for Mochi
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Literature Survey

Numerous distortion view techniques have been proposed in last twenty years.
Research on distortion views can be classified into information suppression
techniques, image transformation techniques, and combinations of these tech-
niques. The information suppression techniques determine the important and
unimportant parts of the information space based on the current focal points,
and suppress unimportant parts from the display; the image transformation
techniques distort the original image by magnifying focal points and shrink-
ing other parts.

We first introduce simple information suppression techniques. Then we
describe image transformation techniques in which some combination of these
techniques is included. Finally, we review multi-focus distortion views for
nested networks, which are suitable for our target information structures.

3.1 Information Suppression Techniques

3.1.1 Generalized Fisheye Views

Generalized fisheye views [15] proposed by Furnas balance local detail and
global context for various information structures, such as lists, trees, acyclic
directed graphs. This technique was applied to a syntax-directed editor of C
prograims.

Generalized fisheye views are based on the DOI (Degree of Interest) func-
tion, which calculates the user’s degree of interest in point x, and any points
that have less DOI than a certain threshold DOI are suppressed. The DOI

12
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function is represented as follows:
DOI(z|.= f)= API(z) — D(z, f)

where DOI(z|. = f) is the degree of interest in point x, given that the
current focal point is f, API(x) is the predefined A Priori Importance of
x, and D(z, f) is the distance between = and f. This means that the DOI
increases with API and decreases with distance from the focal point.

3.1.2 Fisheye Presentation Strategy

Mitta extended Furnas’ fisheye view and applied the algorithm to displaying
aircraft maintenance data [38]. The example showed a solenoid assembly
that includes a number of mechanical parts, such as screws and nuts.

The fisheye view was generated from the graph that represented parts
and their connectivity, and parts that did not have enough DOI were merely
suppressed. The improvement on Furnas’ fisheye view was the ability to
handle multiple focal points.

3.1.3 Fractal Views

Koike proposed fractal views [26], an improvement of Furnas’ fisheye view,
with the ability to handle tree structures with an unbalanced number of
branches. Koike used fractal algorithms to make the amount of visible data
for each focal point as equal as possible. This technique was applied to a
syntax-directed editor for C programs. Later, it was applied to the VRML
scene graphs in [27].

3.2 Image Transformation Techniques

Leung classified image transformation techniques in 1994[32], using trans-
formation functions and magnification functions. A transformation function
T'(x) transforms the point z in an undistorted view to one in a distortion
view. A magnification M (z) function, which is derived from the transfor-
mation function, represents magnification factor at the point x. Figure 3.1
shows these functions of a polyfocal projection [22], one of the earliest work
on distortion views, used to display statistical data on cartographic maps.
In Figure 3.1, x represents a distance from the current focal point (0) in an
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undistorted image, and 7'(z) represents the distance in the distorted image.
The distance is normalized by the distance from the focal point to the bor-
der of the screen. Using these functions, a regular two-dimensional grid is
distorted as in Figure 3.2.

Leung’s classification used such one-dimensional functions. Later, Keahey
extended this to two dimension, using a concept of nonlinear magnification
fields [24]. Though this concept provides more general description of dis-
tortion views, we use one-dimensional functions in the following to simplify
descriptions.

3.2.1 Bifocal Display

Spence and Apperley proposed a one-dimensional bifocal display for database
browsing [55]. Later, Leung extended the display to a two-dimensional ver-
sion [31], and used it to display a map of the London Underground.

The bifocal display is characterized by transformation and magnification
functions in Figure 3.3, and distorts a 2D regular grid as shown in Figure 3.4.
In contrast to a polyfocal projection, a bifocal display transforms a point to
x and y directions independently. Therefore, the focal region in the dis-
torted image is also a rectangle. The focal region is magnified uniformly, and
other regions are shrunken, either uniformly or uniformly to x or y direc-
tion according to their relative position to the focal region. The factors of
demagnification are determined so as not to change the size of the display.

The user navigates the map by moving the focal region by a touch-
sensitive screen. The user cannot change the size or the magnification factor
of the focal region.

3.2.2 Fisheye Views

Hollands compared the user performance with a fisheye view and a simple
scrolling view of a fictional subway network [19]. Hollands used the fisheye
view similar to the bifocal display. The user performed three tasks: a route
task, a locate/route task, and an itinerary task. The fisheye view improved
users’ performance in both the locate/route task and the itinerary task.

In this fisheye view interface, the user moved the focal point by clicking
on a station on the map. There were no other operations to change layouts
of the fisheye view.
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3.2.3 Perspective Wall

The perspective wall [33], proposed by Mackinlay, gives a three-dimensional
look and feel to distortion views, as shown in Figure 3.6. Wide linear infor-
mation is folded into a three-dimensional visualization, in which the center
panel represents detail and two perspective side panels represent context.
Transformation and magnification functions for the x direction are shown in
Figure 3.5. This technique is used to visualize files, sorted by their modified
time and classified by their type.

The perspective wall allows the user to move arbitrary points to the center
panel and to change the magnification factor of the center panel. The user
cannot change the size of center panel.

3.2.4 Graphical Fisheye Views

Sarker proposed two types of graphical fisheye views [48] for topological
graphs. One was a cartesian fisheye view and the other was a polar fish-
eye view. Both views were based on one transformation function, shown in
Figure 3.7. Transformation was performed only on nodes of graphs, then
these nodes were linked by straight lines.

The cartesian fisheye view (the left hand side of Figure 3.8) transforms
a point to z and y directions independently. The center of Figure 3.8 shows
the transformation based on the polar coordinate system. The polar fisheye
view remaps this transformation on a rectangular space, as shown in the
right hand side of Figure 3.8.

Serker and Brown also provided an information suppression/enhancement
mechanism, based on the concept of a priori importance (API) proposed by
Furnas. This scaled nodes by their importance, and suppressed nodes with
less importance than a threshold value.

The user can move the single focal point by dragging with the mouse.
The user also changes the parameters of the transformation function and the
APT function, using a dialog box.

3.2.5 Document Lens

The perspective wall has a problem: it cannot use spaces in the four corners.
The document lens [47] overcomes this problem by adding transformation
in the y direction to the perspective wall. The document lens is similar in
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appearance to the polar fisheye view of graphical fisheye views, except that
the focal region is magnified uniformly as a rectangular lens.

This technique can be used to browse a document laid out on a two-
dimensional surface. The user can move a lens of fixed size over the surface
of the document in 3D.

3.2.6 Table Lens

The table lens [46] applies distortion views to browse large tables, such as
spreadsheets. The appearance of the table lens is similar to the bifocal dis-
play, except that it allows multiple foci and focal regions are based on discrete
rows or columns. In addition, the table lens integrates multiple visualizations
of data. For example, a numerical value is represented as a bar graph when
it is in a context region, and is also represented as a text when it is in a focal
region.

The user can select multiple rows or columns as focal regions and can
flexibly control the focal regions. The user can therefore zoom a focal region,
adjust a number of cells in a focal region, and slide a focal region.

3.2.7 FOCUS

The FOCUS [56] is another application of distortion views, to browse tables
that include data that have multiple attributes. The user can perform various
queries by direct manipulation, using cell sorting and selecting operations.
For example, the user can select data based on a range of an attribute value,
by sorting cells by the attribute value, and can select a desirable range by
dragging with the mouse.

3.2.8 Hyperbolic Browser

Hyperbolic Browser [29] is a technique to display large tree structures. A
tree is laid out on the hyperbolic plane and is mapped onto a circular display
region, in which the focal node is at the center. It is extended to handle two
foci in [30].

The user can select a focal node by clicking on the desired node using
the mouse. The node is moved to the center of the display and other nodes
are remapped on the hyperbolic plane. This transition is smoothly animated.



CHAPTER 3. LITERATURE SURVEY 21

The user also moves the any node to any position by dragging with immediate
feedback.

3.2.9 CATGraph

The CATGraph algorithm|[23] uses the arctangent function for a transforma-
tion function. Similar to graphical fisheye views, it provides the cartesian
and the polar transformation. In addition, it allows multiple foci.

The user can select multiple nodes as focal points, and can scale these
points. The user can also create, delete, and move nodes by simple mouse
operations.

3.2.10 Nonlinear Magnification Fields

The distortion views that we have shown distort images by transformation
functions. In contrast, nonlinear magnification fields[24] allow the user to
directory modify the shape of a magnification function by deriving the trans-
formation function from the shape of the magnification function. The user
can flexibly combine various distortion effects.

Keahey proposed a magnification brush interface that allowed the user
to magnify an arbitrary area by painting the area. In addition, Keahey pro-
posed a type of automatic focus management technique, called data-driven
magnification, in which focal points are dynamically moved according to data
that change in real-time. For example, Keahey applied this technique to a
simulated air traffic control system, where regions of higher traffic density
are automatically magnified.

3.3 Multi-focus Distortion Views for Nested
Networks

3.3.1 Multi-viewpoint Perspective Display

Multi-viewpoint Perspective Display[60, 35] is one of the earliest works on
multi-focus distortion views of nested networks. In [35], three distortion
techniques were proposed and compared:
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Fisheye display This is similar to Sarker’s polar fisheye view
[48], except that it uses arctangent as the transformation
function.

Orthogonal fisheye display This is similar to Sarker’s carte-
sian fisheye view [48], except it uses arctangent as the trans-
formation function.

Biform display This improves the bifocal display [31] by sup-
porting multiple foci.

It is concluded that the biform display is appropriate for displaying nested
networks, since it preserves more of the topological relationships of networks
than other techniques.

The biform display is used in D-ABDUCTOR|36] system, which is a dia-
gram based ideas organizer based on the KJ-method. Using D-ABDUCTOR,
the user edits layouts of text cards with segments of ideas by moving, group-
ing, and linking related cards with lines. During editing, the system auto-
matically arranges layouts of cards [61]. This automatic support improves
users’ performance of editing processes [37]. With biform display, the user
navigates hierarchy of cards by opening and closing groups, and by zooming.

Though D-ABDUCTOR provides good support for editing and navigating
nested networks, it lacks support for navigation through links, and automatic
management of multiple foci.

3.3.2 Treemaps

Treemap [20] visualizes hierarchical information structures efficiently using
the available display space. It maps hierarchies onto a rectangular region in
a space-filling manner. For example, it slices the display space horizontally
for the first hierarchy, then cuts each slice vertically for the second hierarchy,
and so forth. The position, size, and color of tiles convey the properties of
nodes. For example, the size of a file in a directory can be mapped to the
size of the corresponding tile.

Treemap allows the user to enlarge or shrink each tile. The user can also
zoom into a sub-hierarchy, so that only the sub-hierarchy is displayed on the
screen.

In addition, it also supports dynamic queries [54], which continuously
update a search result as the user adjusts a slider or selects a button to ask a
simple question about a property. If the user selects a property range, nodes
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within the selected range are highlighted. The user can also filter out all of
the nodes outside the selected range. However, since filtering changes mosaic
layouts drastically, the user may become confused.

3.3.3 Layout-independent Fisheye View

In [42], Noik also shows an algorithm that generates multi-focus distortion
views of nested networks. This algorithm is not based on transformation of
given layouts of nodes. Rather it determines sizes of nodes based on focal
points and a layout-independent DOI function before a graph layout phase.
Therefore it can generate a view that is not affected by the original layout
of nodes. Noik applies this algorithm for navigating large hyperdocuments
with nesting and link inheritance [14] techniques in [41].

In these papers, however, there is little discussion of how to construct
the user interface for navigating hyperdocuments and managing multiple
foci. They do not support editing, because implementations of graph layout
algorithms are also left to the application programmer.

3.3.4 The Rubber Sheet Approach

Sarker proposed the rubber sheet approach[49] based on a morphing tech-
nique. The user can specify multiple focal regions as arbitrary closed convex
polygons called handles, and can stretch these regions like a rubber sheet.
Nodes in a focal region are scaled uniformly, and the other nodes are arranged
by a morphing function.

This approach treats hierarchical information. When the area of a handle
becomes large enough, detailed information (e.g., child nodes) is displayed in
the handle. However, it is difficult to access nodes deep within a hierarchy,
because the user cannot specify a focal region within an existing focal region.
To access deep node, the user should precisely select a small area in the non-
distorted view. In most cases, this is impossible.

The user can also edit layouts of nodes. However, since this technique does
not have a general inverse mapping, areas that can be edited are restricted
to the inside of handles.
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3.3.5 Pad++

Pad++[7, 8] is basically a single focus and pan/zoom based interface. It
realizes real time animation of panning and zooming in a logically infinite
space including texts and images. In Pad++, each graphical object can be
scaled individually. It supports multiple foci by multiple windows called
portals. Since it does not perform automatic portal management, the user
has to create, delete, and arrange multiple portals manually. Pad++ also
supports hyperlink navigation in a single focus view, in which a focus moves
along hyperlinks.

A web browser[9] in Pad++ is also developed. It integrates a web browser
with distortion views of a history tree of visited pages. When the user follows
a hyperlink, the destination page is zoomed, and other nodes are shrunken.
In addition, the user can see multiple pages simultaneously by explicitly
zooming each page.

In addition, Pad++ suffers from the problem of “desert fog” [21], a con-
dition wherein a view of an information space contains no information for
navigation. The solution proposed in [21] is to display indicators for invisible
objects. Although this is useful for navigation, these indicators impair the
original views. Originally, those solutions were unnecessary for distortion
views.

Editing in the Pad++ environment is also difficult. Since each graphical
object has its own scale, the user can not correctly grasp the size of the ob-
ject. The multiscale editor MuSE[17] solves this problem by allowing editing
through space-scale diagrams (details can be found in [16]). However, the
interface is still indirect for ordinary users.

3.3.6 The Continuous Zoom

First, Schaffer modified the bifocal display technique for networks that are
clustered hierarchically by enclosing rectangles, and named the algorithm
the variable zoom [50]. This technique was applied to a network supervisory
control system. Shaffer compared this technique with traditional pan and
zoom interfaces, and showed by user tests that the variable zoom improved
user performance. Later, Dill improved the variable zoom by continuous
animation of zooming in [13], then Bartram improved space utilization using
the DOI approach, and named the algorithm the continuous zoom [5].

The continuous zoom supports efficient navigation through hierarchical
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networks. The user controls the level of detail in nodes by opening and
closing nodes. The child nodes of an open node are visible, allowing the user
to see more detailed view. An open node is allocated more space than closed
nodes. Closing a node makes the child nodes invisible, and makes it smaller
than any open nodes. In addition to this automatic resizing, the user can
resize nodes continuously with the mouse. The size of a node increases or
decreases, while the user is pointing at the node and holding down a button.

However, the continuous zoom only supports navigation between a parent
and children of node hierarchy, and neither support navigation with hyper-
links nor automatic multi-focus management. Moreover, it lacks support for
editing networks.

3.3.7 The Intelligent Zoom

Bartram improved the continuous zoom with intelligent support by the se-
mantics of the network supervisory control system, and this technique was
called the intelligent zoom |3, 6, 4].

This suggests opening (magnifying) a node in an alarm condition, and
when the node is opened it automatically selects an appropriate representa-
tion from several aspects of the node, such as a bar chart or a trend diagram.
It also adjusts the size of nodes using DOIs based on alarm conditions of
the system and user interactions. Since its application is a real-time control
system, Bartram puts emphasis on providing awareness of alarm conditions.

This is one of several attempts for automatic focus management. How-
ever, since it merely suggests opening and closing nodes, it does not reduce
explicit focusing and defocusing.

3.3.8 3-Dimensional Pliable Surface

3-dimensional pliable surface [11] generates a distortion view using the three-
dimensional gaussian curve. This transforms a two-dimensional flat surface
into a three-dimensional curved surface. The user selects arbitrary-shaped
regions as foci, and they are pulled toward or pushed away from the user’s
view. Multiple focal regions are blended smoothly. It also handles nested
information. When a focal region is magnified, the details in the region are
displayed.

Both the rubber sheet [49] and this technique put emphasis on interfaces
that support flexible selection of a shape as a focal region. These interfaces
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are effective for applications such as geographical maps. However, they are
less effective in navigation with hyperlinks. It is also difficult to access nodes
deep within a hierarchy, because the user cannot specify a focal region within
an existing focal region.

3.3.9 Dynamic Fisheye Views

Noik proposed a generalized data visualization framework, dynamic fish-
eye views[43]|, which combines dynamic queries[54] and mapping, and im-
plemented the Graphite system. Dynamic mapping refers to the ability to
dynamically assign and modify mappings from data attributes to graphic
properties at run-time.

A main dynamic query widget of Graphite is the frequency distribution
histogram of a single numeric attribute. The range of the attribute is divided
into a user-specified number of subranges, and the user can select arbitrary
subranges to highlight satisfied nodes or to mask unsatisfied nodes. In addi-
tion, Graphite also supports regular (text) expression matching. The results
of matching can be assigned to an attribute of a node. Matching is performed
every time the user modifies the regular expression string. However, regular
expression matching is limited to the identifier or labels of either the nodes
or links in the graph.

Graphite also introduces the notion of focal points and similarity at-
tributes for the user to perform similarity queries, that is to find nodes similar
to the focal points. Graphite allows the user to define customized similar-
ity functions that determine values of similarity attributes, and generates
fisheye views using similarity attributes. Every time the user changes focal
points, similarity functions are recalculated, and the results are reflected to
the fisheye view display.

3.3.10 SHriMP

The SHriMP[58] visualization technique integrates distortion and pan/zoom
viewing and is applied to a C programming source code browser. The user can
combine those two views, for example, by zooming into and then distorting
a subgraph. Distortion views in SHriMP are based on the SHriMP fisheye
view algorithm [57] that supports various layout adjustment strategies for
nested graphs.
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Though SHriMP also supports navigation by hyperlinks with animations,
it supports single focus navigation only by using pan/zoom effect. When the
user follows a hyperlink, it first zooms out so that both the source and the
destination can be seen, then zooms into the destination. This two-step effect
is important to avoid confusing the user.



Chapter 4

Analysis

Although various distortion view techniques have been proposed, as shown
in Chapter 3, they have not been used for practical editing tasks. In this
chapter, we first discuss about recent trends in distortion views and then
explain the problems associated with using distortion views for navigating
and editing nested networks. Finally we show our approach to solving the
problems.

4.1 Recent Trends in Distortion Views

Recent distortion view techniques allow the user to freely arrange foci and
their shapes. However user interfaces for handling foci have become compli-
cated. Table 4.1 compares user interfaces for distortion views. The following
is the transition of those user interfaces.

1. Single focus, fixed focus shape, without scaling
2. Single focus, fixed focus shape, with scaling

3. Multi-focus, fixed focus shape, without scaling
4. Multi-focus, fixed focus shape, with scaling

5. Multi-focus, free focus shape, with scaling

The first has the most simple interface, and the last has the most complicated.
To use the first interface, the user only needs to select a focal point, whereas

28
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Table 4.1: Comparison of user interfaces for distortion views

year |# of |type of | scale || graph | hyper | query
foci | foci edit | link
Information suppression
Generalized Fisheye Views |[1986| 1 node
Fisheye Presentation 1990 N | node
Fractal View 1995 1 | node
Image transformation
Bifocal Display 1989| 1 rect
Fisheye Views 1989 1 rect
Perspective Wall 1991 1 rect | +/
Graphical Fisheye Views 1992 1 node | /
Document Lens 1993| 1 rect | +/
Table Lens 1994| N | rect | /
Hyperbolic Display 1994 2 | node
CATGraph 1994| N | node | /
FOCUS 1996| N rect norm
Nonlinear Magnification 1997| N any Vv
Image transformation for nested graphs
M-V Perspective Display 1991| N rect V4 4
Treemaps 1992| N rect N4 dyn
Layout-independent Fisheye |1993| N rect N4
Rubber Sheet 1993| N | poly | / Vv
Pad++ 1994| N | rect | / Vv v/ | norm
Variable Zoom 1994 N | rect | /
Intelligent Zoom 1994| N | rect | /
Continuous Zoom 1995| N rect Vv
3D pliable surface 1996 N | poly | /
Dynamic Fisheye Views 1996 N | node | / dyn
SHriMP 1997| N rect V4 4

# of foci; 1: single-focus, N: multi-focus
type of foci; node: node of graph, rect: rectangular region,
poly: polygonal region, any: any shape
query; norm: normal query function, dyn: dynamic query function

29



CHAPTER 4. ANALYSIS 30

to use the last interface, the user must specify multiple foci and their shape,
and must scale them.

This transition shows that recent distortion view interfaces require the
invocation of many commands for the user to obtain a desirable layout. Note
that those interfaces are intended only for navigating information spaces.

In addition to those navigation commands, various commands (e.g., cre-
ating, deleting, and moving nodes) must be provided to supporting editing.
The resulting interface therefore has too many commands for users to handle
efficiently.

4.2 Analysis of the Editing Task through Dis-
tortion Views

Next, we analyze the task of editing nested graphs through multi-focus dis-
tortion views. The editing task can be divided into two processes, as follows.
During editing, the user repeatedly performs these processes.

1. Nauwigation for editing

The user creates a distortion view suitable for the current or next edit-
ing situation. The user magnifies nodes that are to be edited, and
shrinks nodes that are unnecessary for the current or next editing sit-
uation.

2. Editing

The user edits magnified parts by creating, deleting and moving nodes
in the graph. Hyperlinks are also created and deleted.

As an example, we show a simple editing task in our visual programming
environment KLIEG in Figures 4.1, 4.2, and 4.3. Figure 4.1 is the initial
situation, in which all modules are shrunken. The user plans to drag-and-
drop a process from the node_pools module to the search_framework
module.

In the navigation for editing phase, the user magnifies the appropri-
ate modules one by one. Figure 4.2 is the situation when navigation has
finished. There is a placeholder node_pool to drop a process on the top-
right of search_framework, and there are processes for the placeholder in
node_pools such as stack and queue.
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In the editing phase, the user drags the stack process on the top-left of
node_pools to the placeholder node_pool. Figure 4.3 shows the result.

Of these two processes, navigation for editing is more important. Issues
concerning the editing process are almost the same as those in common dia-
gram editors. It is in the process of navigation for editing that issues peculiar
to distortion views arise.

During navigation for editing, it is important that the user can quickly
obtain multi-focus distortion views. Multiple foci are necessary in many edit-
ing situations such as when dragging information from one node to another,
editing one node comparing to other nodes, and creating a hyperlink between
two nodes. Since the set of nodes required changes frequently according to
various editing situations, the user has to focus and defocus multiple nodes
whenever a change occurs.

To obtain an objective distortion view, the user must find the required
nodes, magnify them to appropriate sizes, and shrink unnecessary nodes.
In common hypertext editors, hyperlink navigation and search functions are
used to find objective nodes. It is important to support these functions in
editors with distortion views. Here are important issues for the support of
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these functions:

Hyperlink Navigation The system should allow users to navigate infor-
mation space by following hyperlinks. That is, when the user follows a
hyperlink by clicking on the anchor, the system should automatically
focus the destination to an appropriate size.

This support is necessary, because destination nodes may be invisible
or squashed, even in multi-focus distortion views, and it is difficult to
locate them in such cases.

Search Functions Search functions are necessary, because it is difficult and
time-consuming task to find objective data within a large information
space by resizing and hyperlink navigation. The system should magnify
objective nodes to appropriate sizes, so that the user can quickly edit
these nodes.

4.3 Problems with Existing Distortion Views

Although there have been various distortion view techniques, it is difficult
to use them for editing nested networks. In the first place, early techniques,
such as the perspective wall[33] and graphical fisheye views[48], are useless for
editing, because they support only single focus views. Moreover, supporting
multi-focus is not sufficient. In this section, we discuss general problems in
existing distortion view techniques and explain what makes the editing task
complicated and time-consuming.

4.3.1 Problem with Sizes of Nodes

The user can resize a node to arbitrary sizes during editing, but it is tedious
to focus and defocus the node by resizing every time its contents are edited.
Such repeated resizing prolongs the navigation time required when editing.
It might be useful if the system allowed the user to focus and defocus a
node to appropriate sizes in simple operations, such as the open/close opera-
tions in the continuous zoom[5]. Such automatic focusing is also necessary to
support hyperlink navigation. When the user follows a hyperlink, the system
should focus the destination node of the hyperlink at an appropriate size.
A set of appropriate node sizes for focusing and defocusing differs between
nodes, according to contents of the node and the context in which the node
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is placed. These sizes are important for applications such as a presentation
tool, in which the user creates a document to show other people.

It would be a tedious and repetitive for the user to explicitly designate
the sizes of each node. Therefore it is desirable that the system automatically
decides the size of a node from its contents and from the context. However,
automatic designation is difficult, because the size also depends on the user’s
preference. We show the difference of node sizes caused by user’s preference
in Figures 4.4 and 4.5. They are two presentations with the same contents,
created by two users. One of slides is focused in the right snapshot in each
figure. In spite of having the same contents, the sizes of slides, both when
focused and defocused, differ in the two presentations.

4.3.2 Problem with Hyperlink Navigation

The layout that is desirable after following a hyperlink may vary according to
the current editing situation. When the user follows a hyperlink, it is always
necessary to focus the destination of the link, but the source and other foci
may or may not be necessary. On the one hand, if the user still wants to edit
the source, both the source and the destination should be focused. On the
other hand, after the user has finished editing the source, it is not necessary
to retain the focus on the source.

As an example, we show a simple navigation task using a presentation tool
in Figure 4.6. If viewing slides consecutively, the focus on the current slide
will become unnecessary when the user follows a hyperlink. In Figure 4.6 (b),
the system should automatically shrink the title slide when the user follows
the hyperlink to the slide “Our Goal.” In Figure 4.6 (c), the slide “Our Goal”
should be shrunken in the same way.

Figure 4.7 shows another navigation example in a visual programming
environment. In case of editing visual programs, it is necessary to retain
foci on nodes that are being edited. In Figure 4.7 (a), the user is editing
a data-flow diagram master at the center of the bottom-left module, and
intends to check the behavior of the pass_answers component by following
the hyperlink to its definition. In this case, the system should retain the
focus on master when the user follows the hyperlink (Figure 4.7 (b).)

Although Pad++[7] and SHriMP[58] support hyperlink navigation, they
only move the focus to the destination of a hyperlink, and do not address
this problem. Therefore, when the source is necessary, the user must keep
the previous focus on the source using tools such as portals in Pad++. If the
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Figure 4.6: A hyperlink navigation in our presentation tool

system were to always keep the focus on the source as the default, the user
would have to manually defocus unnecessary nodes after following the link.
These are tedious and time-consuming tasks.

In addition, the system could provide multiple commands for following a
hyperlink, so that the user can select a layout from multiple candidates. In
this case, however, the user should consider which layout is appropriate for
the current editing situation before following the hyperlink, and must select
an appropriate command. This is cognitive overload.

4.3.3 Problem with Search

When editing, the search function is frequently used to find components to
edit. It is important that the system can quickly provide distortion views
in which objective data is focused. Though some distortion views support
search functions, obtaining such distortion views is time-consuming for the
user because of the way search results are displayed. Search results are shown
using highlighting in most distortion views with search functions, such as
Treemaps|20] and Dynamic Fisheye Views[43]. Therefore, to edit the result
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of a search the user must magnify the appropriate highlighted part manually.

Another way to show search results is by list presentation. For example,
in Pad++[7], the user first invokes a search dialog box and inputs keyword
into a text input box; the result of the search is shown as the list of node
identifiers. When the user clicks one of these identifiers, the focus is moved to
the corresponding object. This is an indirect and time-consuming interface.
It is also difficult to find objective data from numerous candidates.

4.4 Principles of Desirable User Interfaces

Essentially each problem concerns trade-off between freedom of distortion
layouts and an increase in the number of command invocations. To solve
these problems, it is important to keep distortion layout free and flexible
and to reduce the increase of command invocations through automatic focus
management. We show the principles of desirable distortion view interfaces
in the following.

e Distortion layouts must be free and flexible

We must avoid restricting distortion layouts (e.g., to single focus) when
simplifying user interfaces. Support for multiple foci and magnification
of focal points is indispensable.

e Automate boring, repetitive work

Boring, repetitive work can be reduced by automatic invocation of com-
mands. A history of command invocations can be used as a key to pre-
dict timing of command invocation. The prediction algorithm should
be constructed based on user tests, and not on ad-hoc heuristics. This
principle is relevant to the problem with sizes of nodes.

e Automate multi-focus management

The work needed for layout adjustment should be reduced by automatic
multi-focus management, which automatically maintains necessary foci
and defocuses unnecessary foci. Since the need for foci may depend on
application semantics, it must be easy for the application programmer
to introduce the semantics to automatic management behaviors. This
principle is relevant to the problem with hyperlink navigation.
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e Reduce the time needed to switch from searching to editing

The user should be able to quickly obtain a suitable editing layout from
a search result. That is the search result should be not only highlighted
but also automatically focused immediately. This principle is relevant
to the problem with search.

Though there are some attempts to manage multiple foci automatically,
the purpose of their focus management is different from ours. The Intelligent
Zoom[6] and the data-driven magnification[24] manage multiple foci based
on real-time data, such as network conditions and air traffic data, and uses
zooming effects to alert the user to situations. It is easy to know the compo-
nent to magnify in such applications. However, the purpose of our automatic
focus management is to decrease user’s editing tasks by automatically dis-
carding unnecessary foci. This needs more heuristics than systems such as
the network management system or air traffic control system.



Chapter 5

Interaction Techniques for
Focus Management

Based on the principles in Chapter 4, we propose three interaction techniques
for automatic multi-focus management in the following.

e Focus size prediction automatically determines a pair of node size, one
being used when the node is focused and the other being used when
the node is defocused. It is not necessary for the user to explicitly set
these sizes, rather, our technique predicts appropriate sizes of nodes
using a history of editing commands.

e Predictive focus selection automatically selects necessary foci and dis-
cards unnecessary foci during navigation with hyperlinks. When fo-
cusing and defocusing nodes, this technique uses sizes predicted by the
focus size prediction. Since necessities of foci may depend on applica-
tion semantics, Hyper Mochi Sheet provides a default focusing behavior
that can be customized by the application programmer.

e Dynamic query Dynamic query function allows the user to easily find
scattering objective data from hierarchical information, and to quickly
obtain a suitable editing layout from a search result. It shows search
results clearly by automatically magnifying nodes matched to a query,
using node sizes predicted by the focus size prediction. The transitions
of layouts occur dynamically during keyword inputs. Hyper Mochi
Sheet provides a default search engine that can be customized by the
application programmer.

40
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Figure 5.1: A distortion view in Hyper Mochi Sheet

In this chapter, we first introduce the basic user interface of Hyper Mochi
Sheet. Then we describe three interaction techniques: focus size prediction,
predictive focus selection, and dynamic query.

5.1 Basic User Interface

To generate distortion views, we use the Mochi Sheet algorithm|[67, 68], which
is similar to the continuous zoom[5]. Figure 5.1 displays an application of
our approach to a 2D grid graph. When some nodes are magnified in the left
view, it becomes impossible to display all nodes in their desirable sizes on
the screen. In this case, all nodes are compressed uniformly in the horizontal
and vertical directions keeping relative positions of nodes as the right view.

In addition to the continuous zoom algorithm, our algorithm avoids over-
lapping of nodes by simply aligning nodes in the horizontal and vertical
directions during moving and resizing nodes. To use screen space more effi-
ciently, it also meshes adjoining rows or columns together. For example, in
the right view of Figure 5.1, two columns in the left are meshed together.

In the following, we describe the basic user interface of Hyper Mochi
Sheet, then explain details of the Mochi Sheet algorithm.
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Figure 5.2: Generating alignment lines and arranging nodes

5.1.1 User Interface

The user can focus and defocus nodes by stretching and shrinking them
with handles that are shown as small black rectangles in Figure 5.1. The
width and height of a node can be stretched independently to each direction.
Multiple nodes can be stretched simultaneously by selecting multiple nodes.
All selected nodes become the same size as a node stretched by a handle. In
addition the user can move nodes by dragging.

We also use semantic zooming [44], which changes an amount of infor-
mation of a node according to its size. For example, in a presentation tool,
when a slide is small, we can see only its title. When a slide is large enough,
we can see details of the slide.

5.1.2 Mochi Sheet Algorithm

The Mochi Sheet algorithm is based on a basic algorithm that determines
a layout of child nodes in one parent node. The basic algorithm takes the
size of the parent node, and positions and sizes of child nodes as inputs,
and outputs appropriate positions and sizes of child nodes. By recursively
applying the basic algorithm from the root node, the Mochi Sheet algorithm
determines a layout of an entire hierarchy. The following is the procedure of
the basic algorithm.
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(1) Generate alignment lines First, a vertical and a horizontal lines are
generated for each node. Both lines pass through the center of the
node (The left hand side of Figure 5.2). Then two adjoining lines are
merged, if the distance between these lines is shorter than a threshold,
which can be defined for each parent node. In the right hand side of
Figure 5.2, two vertical lines on the left are merged. Lines are not
merged, if some nodes will be placed on the same intersection point as
a result of merging.

(2) Calculate required sizes for intervals A required size for each in-
terval (x1 to x3, and yl to y4 in Figure 5.2) is calculated in order to
avoid overlapping. The required size for a horizontal interval xk is:

Wi s
R, = max (—g’]))
where W(; ;) is the width of a node at (7,7). If there is no node at

(i,7), Wiy is 0. The required size for a vertical interval is calculated
similarly.

(3) Arrange nodes Given the required size for each interval, the total
amount of space requested by children nodes is calculated for each

direction:
Ro=Y R By=Y Ry
k k

When R, is longer than the width of the parent node P,, all horizontal
intervals and width of all nodes are shrunken by P,/R, (Figure 5.3).
When R, is shorter than P,, the rest space P, — R, is distributed
to the intervals, so that spaces for nodes will be as equal as possible
(The right hand side of Figure 5.2). The same calculation is performed
for the vertical direction. In particular, the size of a parent node is
changed, the layout is changed as shown in Figure 5.4.

This procedure is performed when the parent node is modified by adding,
deleting or moving child nodes. When nodes are resized, recalculation is
performed from procedure (2), in order to animate continuously.

We can use space efficiently by meshing adjoining rows or columns to-
gether. Meshing is performed after the procedure (2), if R, or R, is longer
than P, or P, respectively. Figure 5.5 shows two meshing examples. Two
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columns are meshed on the left example, and two rows are meshed on the
right. These meshing are performed by shrinking a gray interval.

For meshing columns and rows, a shrunken size is first computed for each
interval. The shrunken size of a horizontal interval xk is:

W1y W(k,j))

2 2
The shrunken size of a vertical interval is calculated similarly. Then hor-
izontal and vertical intervals are sorted together by differences between a
required size and a shrunken size in descendent order. The difference is
calculated taking a scaling factor into account:

P, P,

D,y = (ka — S )R_ Dyk = (Ryk _Sy )R_
T Yy

Spr = max(

Each interval is shrunken in this order, that is to replace R, or I, with
Sgk Or Syk, respectively. During shrinking, some intervals will not be able to
shrink because of causing overlap of nodes. In that case, these intervals are
merely ignored.

5.2 Focus Size Prediction

Focus size prediction automatically determines a pair of node size' in the
following.

e Small size is used when the node is defocused. The node area of this
size is smaller than the large size. It is possible to edit inside roughly
in this size.

'In the following, a size stands for a pair of width and height of a node.
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e Large size is used when the node is focused. The user can edit inside
details of the node. The node area of this size is larger than the small
size.

The system predicts these sizes from a history of editing commands. It is
not necessary for the user to explicitly set these sizes during editing. Once
the small and large sizes of a node are determined, the user can easily select
one of these sizes by clicking a mouse button or by using a popup-menu.
Changes to the large size and the small size perform instant focusing and
defocusing, respectively. These commands are useful when the user edits one
node repeatedly and when the user navigates edited networks.

We do not provide any other intermediate sizes for the prediction, al-
though they are useful in some situations. This decision simplifies size
changing commands and makes the prediction easy but useful. Note that
the determination of sizes is not trivial, because the user can resize nodes
to arbitrary sizes in arbitrary orders during editing. For example, when the
user stretches a node from its small size, it is difficult to distinguish whether
the user wants to modify its small size or its large size.

5.2.1 Preliminary User Test

We performed a preliminary user test to investigate when the user determines
small and large sizes during editing. We use the editor in which the user must
set these sizes of each node explicitly. By tracing command histories, we tried
to find out typical sequences of commands around size setting.

Method

o System: We used a simple editor for drawing nested nodes. The editor
provides typical editing commands such as adding, removing, resizing,
and moving nodes. For node size setting, it provides SetSmall and
SetLarge commands that store the current node size as the small size
and the large size, respectively. The editor also provides Small and
Large commands for changing a node to the corresponding size.

e Subjects: Seven student volunteers and an instructor of computer sci-
ence served as subjects in the user test. All subjects were familiar with
typical window-based GUIs.
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Figure 5.6: The diagram used in the user test: all rectangle sizes are set to
small

]

Figure 5.7: The diagram that shows the detailed view of the bottom-right
rectangles
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e Tuask: Subjects were required to draw a diagram, which is shown in
the left hand side of Figure 5.6, on the right blank area, and to set
small and large sizes of all nodes. This diagram consists of 13 nested
rectangles?, and sizes of each node have been set. The default size of
each node is its small size. Figure 5.7 shows the diagram in which
bottom-right rectangles are changed to its large size. Each subject was
instructed to set sizes immediately when he decided sizes, and to edit
without hurry. In addition, we did not limit the time for the task.

e Procedure: Before performing the task, subjects were given an expla-
nation of the system and a practice trial on a part of the diagram. We
spent about 10 minutes on this session.

Result and Observations

Tables 5.1 and 5.2 show patterns of command sequences around SetSmall
and SetLarge respectively, and the number of times each pattern was used
by each subject. A pattern begins when the node was in its small or large size
after its creation® or changing its size. This is the initial size in the pattern
and is followed by a command sequence performed on the node before the
execution of set command. The pattern also includes a command performed
after the set command.

We considered only resize related commands such as resizes (Shrink and
Expand) and size changes (Small and Large), because we could not find dis-
tinctive regularity from other commands. Note that we treated consecutive
resizes on a single node as a single resize command, since such a sequence
stands for a fine tuning of the size.

We show observations of the result in the following.

1. SetSmall occurs after repeated Shrink from the small size in most cases
(See the first pattern in Table 5.1).

2. SetSmall also occurs after a single Expand from the small size, and is
mostly followed by Expand or Large (See the second pattern in Ta-
ble 5.1). In some cases, SetSmall is followed by Small, but SetLarge
occurs more frequently between Expand and Small (See the first pat-
tern in Table 5.2).

2Some nodes are not displayed in Figure 5.6, because their parent nodes are too small
3A node is in small size at the creation time
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Table 5.1: Command Sequences around SetSmall

Initial Command Sequences Subjects
size around SetSmall 1 2 3 4 5 6 7 8
small Shrink+.SetSmall.except Shrink 5 6 5 5 3 5 9 2
- 2 2 2 1 1 1
small Expand.SetSmall. Expand or Large || 2 1 1 1 1 2 2 2
Small 1 1 1
- 1 1 1
large Shrink+.SetSmall.Small 2
Large 1
small | Expand.Shrink.SetSmall. Any 2
Others 3 3
Shrink: resize to a smaller size, Expand: resize to a larger size
Small: change to the small size, Large: change to the large size
+: one or more execution of the command
—: the node was left
Table 5.2: Command Sequences around SetLarge
Initial Command Sequences Subjects
size around SetLarge 1 2 3 4 5 6 7 8
small | *.Expand.SetLarge.Small |6 7 3 5 2 2 2 3
Shrink 3
large | Expand+.SetLarge.Small 11 6
Shrink+.SetLarge.Small 1 11
Others 1 3 1 3

*: alternative sequence of commands that may be empty
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3. SetLarge mostly occurs after Expand and before Small (See Table 5.2).
Both SetSmall and SetLarge may occur after Shrink from large size and
before Small (See the third pattern in Table 5.1).

4. Among six SetLarge commands performed by the subject 5, three of
them occur before Shrink. The subject first set the large size then
shrunk and set the small size, though most subjects set the small size
first. In the fourth pattern in Table 5.1, we can see this sequence before
SetSmall.

5.2.2 Prediction Algorithm

Based on the above observations, we designed and implemented a size pre-
diction algorithm. Our design policies are (1) to give a higher priority to
patterns used by most subjects, (2) to satisfy subjects as fairly as possible,
and (3) to keep the algorithm simple.

The algorithm is based on state transitions on each node that are shown
in Figure 5.8. The state is changed when the user performs a command on
the node, and a label on an arrow represents the command. There are three
states: small, small.Ex, and large. The small and large states represent that
the node is in the corresponding sizes, and small.Ex represents that the node
has been expanded repeatedly from the small size. The small.Ex state is
necessary, since the size is uncertain when the node is expanded from the
small size (See the observation 2).

When a transition occurs, the small and large sizes (S and Sigrge) may
be changed. In Figure 5.8, rectangles include actions performed after the
transition. S, and Sp,s represent the sizes before and after the transition,
respectively, and Sy, represents the temporal store of a size. We describe
the reason for each action in the following.

o Shrink from small: According to the observation 1, Sy, is changed
to Spost-

e Expand from small: Since Sy,s may be either size, S, is stored tem-
porary into Siy.

e FExpand or Large from small. Ex: According to the observation 2, Sg,q
is changed to Syyp.
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Figure 5.8: A state transition chart for predicting size

e Small from small. Ex: According to the observation 3, Sj4ge is changed
to Spre-

o Shrink from small. Ex: We don’t ignore the observation 4 to satisfy
subjects fairly (This is policy 2). In fact, there are few conflicts with
other observation. In this case, Sige and Sgmay are changed to Sy
and Sy, respectively.

o Shrink or Ezpand from large: According to the observation 3, Sy,s may
be the small size in the case after Shrink from large. In this algorithm,
Starge 18 changed to S, because there are three subjects who used
SetLarge and is only one who used SetSmall. This decision follows the
design policies 1 and 3.
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Figure 5.9: Size correction interface

5.2.3 Size Correction Interface

Since prediction may be error-prone, manual correction is necessary. We
provide an interface to correct a size by choosing a size from the size history
of the node. When the user performs a size changing command on a node,
two buttons appear near the node (Figure 5.9). The smaller button changes
the size to the next smaller size in the history and the larger button the
next larger size. If the predicted size is acceptable, the user can ignore these
buttons. This interface allows the user to correct size precisely to a past size
rather than using handle interface.

5.2.4 Evaluation

In this section, we describe an experiment to evaluate the feasibility of the
focus size prediction technique.

Method

o System: We used a simple presentation editor with the focus size pre-
diction function. Differences from the editor in the preliminary user
test are that a node has one line editable text inside, and that the ed-
itor does not provide size setting commands (SetSmall and SetLarge).
A text in a node is not displayed when the node has child nodes and
the node is large enough* to display its children.

o Subjects: Ten student volunteers served as subjects. Four of them were
also ones of the preliminary user test. All subjects were familiar with

1A node is large enough if the width and height of the node are larger than 70 pixels.
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Figure 5.10: The table of contents used in the experiment

typical window-based GUIs.

e Task: Subjects were required to edit a simple presentation based on the
table of contents shown in Figure 5.10. Each subject was instructed (1)
to represent the presentation hierarchy as nested nodes like Figure 5.11,
(2) to put some empty text boxes as contents of each leaf section such
as “1 Introduction” and “2.2.1 Basic Usage,” (3) to arrange nodes as
you like, and (4) to edit without hurry and we did not limit the time
for the task. In addition, we did not force for subjects to check node
sizes during editing.

e Procedure: Before performing the task, subjects were given an explana-
tion of the system and a practice trial on a part of the presentation. We
spent about 10 minutes on this session. After each subject performed
task, we checked whether sizes of each section are along to the subject’s
intention. In this session, we asked subjects about correctness of sizes
using Large and Small commands.
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Figure 5.11: A sample presentation written by a subject
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Table 5.3: The number of use of the size correction interface and the number
of prediction errors checked after the task

Subjects

1 2 3 4 5 6 7 8 9 10

# of size corrections | Small (1 4 1 0 3 1 0 3 4 3
on 17 sections Large |1 0 1 0 2 1 0 4 0 0
# of errors in Small |2 0 0 0 1 0 0 0 0 0
17 sections Large |2 0 3 0 0 3 3 0 3 3
total Small |3 4 1 0 4 1 0 3 4 3
Large |3 0 4 0 2 4 3 4 3 3

Result and Discussion

Table 5.3 shows the number of the use of the size correction interface, and the
number of prediction errors. The use of the size correction interface means
that a subject found and corrected a wrong node size, which was not along to
the subject’s intention, during editing. An error was counted when a wrong
node size was found during the check session after the task. Each number
was counted for each size. Subjects 1 to 4 were also ones of the preliminary
user test, but there were no significant differences in the result from other
subjects.

In spite of the fixed algorithm, error rates are significantly small. The
average error ratio after the task is 6% (the best is 0% and the worst is 11%).
Even in total error ratio, the average is only 14% and the worst is 20%.

Note that the prediction algorithm almost suits all subjects, though they
edited the presentation in various manners. Some subjects resized nodes
without using Small and Large command, and some subjects used Small and
Large command on about half of the nodes. In addition, some subjects first
decided a large size of a node, and other subjects decided a small size first.

5.3 Predictive Focus Selection

During navigation with hyperlinks, the system predicts foci that will be un-
necessary, and automatically discards these foci. Focus selection enables the
user to obtain almost desirable layout only by following hyperlinks.
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Figure 5.12: A hyperlink navigation in our presentation tool

5.3.1 Hyperlink Navigation Examples

As an example, we show a simple navigation task using a presentation tool
in Figure 5.12. In case of viewing slides one after another, the focus on the
current slide will become unnecessary when the user follows a hyperlink. In
Figure 5.12 (b), the system automatically shrinks the title slide when the
user follows the hyperlink to the slide “Our Goal.” In Figure 5.12 (c), the
slide “Our Goal” is shrunken in the same way.

Figure 5.13 shows another navigation example in a visual programming
environment. In case of editing visual programs, it is necessary to retain foci
on nodes that are in the middle of editing. In Figure 5.13 (a), the user is edit-
ing a data-flow diagram master at the center of the bottom-left module, and
intends to check the behavior of the pass_answers component by following
the hyperlink to its definition part. In this case, the system can predict that
master is still necessary because there are unconnected components in the
network. Therefore, the system retains the focus on master when the user
follows the hyperlink (Figure 5.13 (b).)
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Figure 5.13: A hyperlink navigation in a visual programming environment
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Destination 1

Destination 2

Anchor 1

Anchor 3

Figure 5.14: Hyperlink structure

5.3.2 Prediction Method

To realize such automatic focus management, Hyper Mochi Sheet library
provides each node with a boolean function f(F’), which returns true if the
focused (large size) node F' is still necessary. Programmers can reflect appli-
cation semantics in their applications by defining customized f(F) for each
node. For example, in visual programming editor, f(F’) returns true if there
exist unconnected ports in the node F'. The default implementation of f(F)
returns false if all child nodes in the F' are in the small size.

When the user follows a hyperlink from an anchor (See Figure 5.14),
the system changes the size of the destination to its large size, and stores
the source and the destination in the focus list. Simultaneously, the system
changes the sizes of all the ancestor nodes of the destination to their large
size in parent-to-child order, so that the destination will be visible. After
magnifying the destination, the system checks whether each node except the
destination in the focus list satisfies f. If f returns false with a node in the
list, the node size is changed to its small size. Then the system changes the
sizes of ancestors in child-to-parent order. Before changing the size of an
ancestor A, the system checks f(A). If f(A) returns false, A is changed to
its small size, and if not, the system stops changing sizes of upper ancestors.

In addition, the system animates transition from one layout to another,
so that the user is not confused even if the layout drastically changes during
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navigation.

5.4 Dynamic Query

The dynamic query function of Hyper Mochi Sheet allows the user to easily
find scattering objective data from a set of textual data that is constructed
hierarchically such as Yahoo![1], and class libraries of Java[2] and C++[59].
This shows search results clearly by magnifying nodes matched to a query.
The transitions of layouts occur dynamically during keyword inputs.

The function provides following four methods to search hierarchical tex-
tual data. These methods can be performed with only two operations, typing
keywords and selecting nodes.

e Exploring a hierarchy from the root.
e Scanning results of full-text pattern matching.

e Narrowing search space by exploration then performing pattern match-
ing.

e First performing full-text pattern matching then narrowing search space
to some sub-trees that includes the results. This process is performed
repeatedly.

It is important that our query function facilitates the fourth method,
which overcomes problems of the first three methods. The first method often
causes many and deep backtracks. The result of the second method may
include too numerous matches to find objective data. The third method
may miss finding scattering multiple objects in a hierarchy. Using the fourth
method, the user can find scattering multiple objects without both deep
backtracks and scanning numerous results.

In addition, Hyper Mochi Sheet provides a default search engine for the
pattern matching that can be customized by the application programmer.
As a default search engine, we use a dynamic approximate string matching
technique.

In the following, we use a directory editor, HishiMochi[63], as an example
of our dynamic query function. Figure 5.15 shows a screen snapshot of Hishi-
Mochi. It visualizes a part of directories in Yahoo! as nested rectangles. The
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size of each directory represents the number of files below the directory. The
user performs queries by typing in keywords into the right-bottom text box.
Whenever the user types in a character, the system matches text lines of all
files with the keyword, magnifies found file with animation, and highlights
matched lines. Figure 5.16 is the result of the query, “sigchi.”

5.4.1 Details of the Dynamic Query Function
Displaying Results

The sizes of nodes matched to a query are changed automatically to their
large size. Simultaneously, all ancestors of matched nodes are also changed
to their large sizes. Then the other nodes are changed to their small sizes.
These changes of layouts occur whenever the user types in a character into
the keyword box. In addition, the system animates these changes, so that
the user is not confused during transition of layouts.

Dynamic Approximate String Matching

As a default search engine, we adopt a dynamic approximate string matching
technique, which is used for searching a dictionary in the pen-based text
input method, POBox[34]. First, it performs exact pattern matching. If
the keyword specified by the user does not match any text lines in nodes,
the system automatically performs approximate string matching that allows
errors in spelling. For example, the keywords, “virtial” and “virtal” match
“virtual” with the allowance of one misspelling. The allowance of misspelling
is gradually increased till at least one candidate is found (the maximum
allowance is three misspells.) The detail of the algorithm is described in [34].

This approximate matching feature is useful when the user does not know
the correct spelling of the objective data. We also provide a feedback of
misspelling. When the misspell allowance is increased, the background color
of the screen becomes darker and darker. Therefore, the user can notice
whether the current keyword is appropriate during typing the keyword.

In addition, this string matching feature also handles a simple wildcard
character represented by the “.*” pattern. In order to find keywords in the
middle of a line, the system attaches “.*” on the head and the tail of the
keywords, and replaces blank characters to the “.*” pattern. For example,
the keyword, “virtual reality” is replaced to the “.*virtual.*reality.*”
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Figure 5.17: The result of search with keywords “palm pilot”

pattern.

5.4.2 Examples

In this section, we show some examples using our directory editor with dy-
namic query interface.

Yahoo!

In this example, we show that our dynamic query interface allows the user
to efficiently find objective data scattering about a large hierarchical infor-
mation space. As an example, we use a part of directories in Yahoo!.

Scenario: The user purchased a PalmPilot®, and want to collect
information to handle this device.

*PalmPilot is a registered trademark of 3Com Corporation.
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Figure 5.18: Looking matched documents one by one

First, the user types in keywords, “palm pilot.” The result of this query is
shown in Figure 5.17. It is clearly shown that there are matched documents
in directories such as Software and Hardware.

By pushing ‘Enter’ key repeatedly, the user can look matched documents
consecutively (Figure 5.18). Each leaf rectangle is a document browser, in
which the user can scroll texts by cursor keys. In the browser, matched lines
are highlighted with red colored texts.

The user can narrow search space by a direct manipulation technique.
This interface is useful when the number of the candidates is too much to
look consecutively. To narrow search space to some sub-directories, the user
selects these directories using a mouse. The eight small black handles are
attached on the selected directories and browsers. Selection task is easy for
the user, since matched parts are magnified in the editor.

In this case, the user selects some directories in Software and Hardware
directories. Product_Reviews and Magazines directories are ignored, since
these have nothing to do with the user’s purpose. After the selection, the
user types in ‘Space’ to search selected directories with the same keywords.
Figure 5.19 is the result.
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Since the selected directories and browsers are kept magnified, the user
can search these directories with new keywords. This allows the user to
perform a kind of AND search, that is to find a document that includes
lines matched to previous keywords and lines matched to new keywords. For
example, in Figure 5.20, the user types in the keyword “compiler” to find
compilers for PalmPilot.

In addition, the user can make personal bookmarks by making a new
directory and store the results of the search by drag-and-dropping browsers
into the directory.

Novels

The second example is a collection of novels written by the same author. We
use full-texts of Sherlock Holmes stories. We classify them by written year
(Figure 5.21), and sort first top to bottom then left to right.

The user can easily perform simple data mining such as finding when a
character appears, and how a case is referred from subsequent stories. Such
an exploration can be done on data-bases of research papers and news articles.

Figure 5.22 shows a result of a search with keyword “moriarty”. The
result clearly shows which stories and when professor Moriarty appears.

Photo Browser

Figure 5.23 shows the third example, a photo browser. The user can easily
find photos, and can perform arrangement of photos. In Figure 5.23, each
photo is attached keywords, such as a date, and the names of persons and
things in the photo. Then the user can find photos with these keywords.

5.4.3 Variation of Search Method

Since the user can perform keyword inputs and node selection in an arbitrary
order, all the methods listed in the beginning of Section 5.4 are available as
follows.

e Exploring a hierarchy can be done by selecting a node and typing in
‘Space.” Backtrack is simply done by selecting a parent node.

e Scanning a result of full-text pattern matching can be done by typing
in keywords then pushing ‘Enter’ key repeatedly.
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Figure 5.21: Sherlock Holmes stories classified by written year

helmes
The Adventure_of | lhe Illuslnuus Chemlxt
he_adveniure_of_the_Empty_Houze it The yalley of Feartd 1 7 P seeeral opoNETts 1o i 15 ferm hasbeen 2pp|
jerock, Wafsis Tiom~da—plume, 3 mare denticationmart; bt | rsaid Halmes i a.mile e e e
it &3hiFhyand suasive personalitl In sformer letter he franklyin Ilahtmy pipe. 1f your mar is more danaerousthan the lafe Professor Mo

e T e e S
3 tha Wamina mil-llons of i3 s Iy Porick is moorn notfor | | L eryiretsing Eolonsl Sebastianttoran, then he #indsed wardh m
_ imslf butfor fhe arest man with wham fe i in fouch. Piciurs b voursel [ [ "iawe you ever heard of Baron srner=n
B ot i i e s, e Juckad Wi i - anuatireathatis | | | gt mean fhe Aushian nadaperon
i it whitis il formic i i 5 .
[N e N A R U N o, bt shiske ™ n et degressncar Tht s e e Rt A s et et
e i mipivien. vou o me ek of provesso woriertye | [mardareon
o o S C AR, 55 O Mo HO0HsRs " mit business o follow the dtuils of Caninanta cim. Whacenld
”mvhlushzi pone e i depecainauelc 33ibI9 hawe read whad happenied st Prague and haue sny doubtsss o he
niown fo fhe public auif 1t & purely fechnicallesal point and thesuspicious death af.

i Toht . icHtToucheie Holmes i e duelopin .certs | [ mecs it St b 3 SPE 2% he ledbE it wheh fhe 5 -calle

1904 1917

[he_Adventure_of_the_Missing_Three—| Eluarler it
D Lesle Armirira  cerfainlya man of eneray andcharactersaid b
i o Soun & an o, f e AT sl i wats was more G
ke ol o g9 4oy Wil Hararhs Anc now, mopoar
ed and Fiendless in this inhaspifebls foun, wh
wecannotleae wiihont abandoning our case. This ltte inn justopposit
pmstronats house is singuledp sdapted fo our nesds. fou would ensas|
= it room and purthase the fecessaries farthe nighd, | mey hawe fime fo |e=|
B el inauities.
Thess fu inquiries proved, howeuer, fo be a more lengthyproceeding
Holmes had imagined, for hé did not rihien tothe inn anfil nearly nine o'
ck. He was pale and dejected,stained with dust, and exhansted with hu
d fatigue. & coldsupper was readyupan he fable, and when his needs|

15_Last Bow i<t
ThEwId 3Tt song,»said Holmes. "How offen have | heard itin days o
b 1 was a facurife dity ot e fte lamenfed Proessor morarhe Col
el Sebasfian Woren hes alsa been known o warble it And yet 1 live
ep bees upon e South Downs.!
1urse o, you double fraitonn cried the German, shraining againsthis
vonds and 3laring murder from his furious eye:
o, o, it s not so bad a3 thad'said Holmes, smiling, %5 myspeech s
rely S wou, e Altamont af Ghicage hid o existence in fact, L uses
im and he is gone "
g

s eal inmederial who 1 am, but since e matier seems fa inferest
aRE e S e it i Vo Bork, s st i s ot o st gt fance i
= = SHitE ¢ members of vour family. | have done a good deal of business in Gem:
= =
= =
= e

=
he_Final Problem i<
1H1 771 & e et i | e up m pan o e these helistwior
s i which I shall ever record fhe singular gifts bywehich e friend . 5
oxch Holmes was disfinguished, In anincoherentand. as | desplu fee,
By nadsatet Glon, s indeswoud o v sons account ot
any from the chance which frst brought u;
therad fhe period of the LS St 1 e Ak SRS
ncein e nedterot e WavalIeaty - an ifrtr—ance hich hed
cadion.
s i nfon 1 havs hoppadihars, 0 1o hs s0d o of 1
fert which hias cheafed auvoid in nuslite which e lapse of tuo years has d
[t oAl wshandhas been o, howeuer, by e ecentleters n
h cal memary othis beoherand b
T e i LRl gt
jone know the sbsolute fruth of the metterand | am satisfied fhat the f

holmes ] ] [moriarty ] \

Figure 5.22: Search with a keyword “moriarty”
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e Selecting an appropriate node then typing in keywords.
e Described in Section 5.4.2.

In addition, there is an another way to explore a hierarchy. The user
can explore by keywords, assuming that the path name are attached to each
node. For example, to reach the directory “/graphics/3D/Software,” the user
types in keywords “/gra /3d /sof.” It may be faster than direct manipulation,
because the user can omit keywords in the middle of the path.

5.5 Implementation

We implemented Hyper Mochi Sheet as a library for the Amulet user inter-
face development environment[39] (Version 2.0), and made it easy for Amulet
users to use the library. Amulet is based on a prototype-instance object sys-
tem constructed on C++[59], and provides a constraint solver. The detailed
description of Amulet can be found in the Amulet home page[39].
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The main component of Hyper Mochi Sheet is the MochiGroup object,
which aggregates graphical objects hierarchically. Since MochiGroup inher-
its a group object Am_Group in Amulet, application programmers can use
MochiGroup in the same way as Am_Group, except that child objects are ar-
ranged and zoomed automatically. In addition, the programmer can define a
function f(F'), for the predictive focus selection, as a method in MochiGroup.

The following code fragment creates a new instance of MochiGroup, and
adds some graphical object to the instance.

Am_0Object new_grp = MochiGroup.Create()
.Set (Am_WIDTH, 200)
.Set (Am_HEIGHT, 200)
.Add_Part (Am_Rectangle.Create())
.Add_Part (MochiGroup.Create());

In Amulet, a new object is created by copying an existing object, and modify-
ing attributes. The first line creates a instance of MochiGroup by invoking the
Create method, and assigns it to the variable new_grp. Next two lines set the
width and height of new_grp. Last two lines add instances of Am_Rectangle
and MochiGroup to new_grp by the Add_Part method.

The Mochi Sheet algorithm is implemented as constraints between MochiGroup
and its children. Therefore, positions and sizes of graphical objects are auto-
matically recalculated, whenever the layout is modified by user interactions.

The structure of a Hyper Mochi Sheet application is almost the same as
one of an ordinary Amulet application. The following is the skeleton of the
main function.

1 int main(void)

2 {

3 Am_Initialize(); // Initializing Amulet

4 Initialize_Mochi(); // Initializing Hyper Mochi Sheet
5

6 Am_0Object TopGroup = MochiGroup.Create();

7

8 Am_Object TopWindow = Am_Window.Create ("TopWindow")

9 .Set (Am_WIDTH, 800)

10 .Set (Am_HEIGHT, 600)

11 .Add_Part (propagateChildren, TopGroup)
12 ;
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13  Am_Screen.Add_Part (TopWindow) ;

14

15 // application dependent initialization code

16

17  Am_Object SelectionWidget = MochiSelectionWidget.Create ()
18 .Set (Am_OPERATES_ON, TopWindow)

19 ;

20  TopWindow.Add_Part (Am_SELECTION_WIDGET, SelectionWidget);
21

22 Am_Main_Event_Loop(); // invoking the main event loop
23  Am_Cleanup();

23 }

To use Hyper Mochi Sheet library, the Initialize Mochi() function must
be invoked after Am_Initialize(). Lines 6 to 12 create TopGroup and
TopWindow. TopGroup is the root of a nested network, and is added to
TopWindow at the line 11. TopWindow is the main window of the applica-
tion, which inherits a window object Am_Window. The window is displayed in
the screen by adding it to the Am_Screen object (the line 13).

Hyper Mochi Sheet features are activated by adding MochiSelectionWidget
to the window object as shown in lines 17 to 20. Once MochiSelectionWidget
is added to the window, the user can select, move, and resize graphical objects
in the nested network with the focus size prediction and the predictive fo-
cus selection. MochiSelectionWidget inherits Am_Selection_Widget, which
provides editing support with handles such as selecting, moving and resizing.

To complete the application, the programmer must define graphical ob-
jects to be edited, and menus for editing operations. To define graphical
objects, Hyper Mochi Sheet provides text and image objects with zoom-
ing support. Menus and tools can be implemented in the same manner as
Amulet. In addition, Hyper Mochi Sheet provides widgets for the dynamic
query function, such as a keyword input box, and a text browser with high-
lighting support.

5.6 Conclusion

We have proposed a new GUI framework to support navigation and edit-
ing through multi-focus distortion views. This framework keeps distortion
layout free and flexible, while reducing the number of command invocations
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by automatic focus management techniques: the focus size prediction, the
predictive focus selection, and the dynamic query. In the following, we show
how proposed techniques satisty our principles in Section 4.4.

5.6.1 Keeping Distortion Layouts Free and Flexible

We kept distortion layouts free and flexible, while reducing the number of
command invocation. Hyper Mochi Sheet allows the user to select multiple
nodes as focal points in a nested network, and to magnify and demagnify
them in arbitrary sizes. Although the user cannot modify the shape of a
focal point, our algorithm is sufficient for implementing our target appli-
cations, such as visual programming environments, directory editors, and
presentation tools.

5.6.2 Reducing Boring, Repetitive Work

Hyper Mochi Sheet reduces boring, repetitive work using the focus size pre-
diction technique. The user does not have to explicitly designate a set of
sizes for each node, as the system predicts the sizes from a history of editing
operations. This technique is based on the heuristics obtained from prelim-
inary user test, and we showed reasonable accuracy of this technique with
an experiment. The technique cut the number of size designations by about
eighty percent.

5.6.3 Reducing Multi-focus Management

Hyper Mochi Sheet supports automatic multi-focus management by the pre-
dictive focus selection technique, which automatically defocuses unnecessary
foci during navigation with hyperlinks. In most case, the user does not have
to adjust distortion layouts before or after following hyperlinks. Applica-
tion programmers can reduce the error rate of this technique by customizing
prediction methods for their applications.

5.6.4 Reducing the Time for Switching from Searching
to Editing

Hyper Mochi Sheet also reduce the time for switching from searching to
editing by its dynamic query technique. This shows search results clearly by
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magnifying nodes matched to a query, so that the user can quickly edit the
results of the query.



Chapter 6

Enhancing Usability with
Application Semantics

This chapter shows that the use of application semantics provides more en-
hanced support for navigation and editing, and decreases the number of
command invocations. We have made a case study using a visual program-
ming environment (VPE) as a sample application. In VPEs, distortion view
interfaces have not been used effectively though there are some VPEs with
distortion views such as VIPR[12]. This study is one of the earliest attempt
to use application semantics for editing visual programs through distortion
views.

In the VPE, we use type information and design information as applica-
tion semantics. Using the semantics, we can provide various support, such
as searching appropriate components, focusing components to be modified,
and automatic component linking.

Each support is realized based on the notion of wvisual design patterns
(VDP), which is a visual abstraction representing design aspects in data-
flow programs. VDP serves as a flexible and high-level structure of reuse for
visual parallel programming.

In the following, we first describe the background of this work, and in-
troduce the notion of VDP and its implementation in KLIEG visual pro-
gramming environment (KLIEG-VDP). Then we explain how application
semantics support navigation and editing in KLIEG-VDP system.

72



CHAPTER 6. ENHANCING USABILITY WITH APPLICATION SEMANTICST3

6.1 Background

Design pattern approaches have been recently proposed to describe recurring
design aspects in object-oriented systems for enhancing software reusability.
A design pattern is a document that describes the combination technique of
abstract objects using diagrams, descriptions, and example programs. Cata-
logs of design patterns such as [18] have been published; with these catalogs,
non-expert programmers can use well-designed combination techniques, and
can construct reusable software by implementing abstract objects depicted
by the patterns.

Design pattern approaches are also important in visual parallel data-flow
programming (VPDP). Our goal is to formulate the notion of design patterns
that is suitable for VPDP, and to make it easier to define and reuse design
patterns, and also to reuse implemented programs.

It is, however, difficult to practice pattern-based design in VPDP, be-
cause normal VPDP languages such as CODE [45] do not support the notion
of replaceable components. In an object-oriented design pattern, each ab-
stract object represents a replaceable component, and a particular behavior
of a program can be determined or modified by replacing components in the
pattern. Such essential mechanisms to reuse designs and programs should
also be supported by VPDP languages, but most lack systematic means to
replace their components.

In addition, design information is important not only for documents, but
also for programming environments. For object-oriented languages, design
patterns, such as [10]. However, because they do not maintain design infor-
mation in the generated program itself, it is difficult to learn the intention of
the program design, such as which components can be modified to change a
particular behavior.

6.1.1 Visual Design Patterns

Under these observations, we introduce reusable program structures based
on data-flow diagrams, in which the designer can define replaceable compo-
nents, and add design information directly to the structures. We call these
structures visual design patterns (VDP). We directly support interactive def-
inition, reuse, and even execution of VDPs in a visual parallel data-flow
programming environment.

Here are some important design issues for a VDP system:
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Management of multiple sets of processes A well-designed VDP will
facilitate processes which can be implemented in several ways. How-
ever, it is time-consuming task to find appropriate processes from li-
braries and drag-and-drop them. In addition, changes to the processes
must often be coordinated, i.e., a set of processes must be used at once.
Therefore it is necessary for the VDP system to allow find, manage-
ment, and manipulation of a set of processes, so that the designer can
allow the user to select from an abstract set of process implementations
such as default, sample, and alternatives.

Focusing support for processes editing Since most VDPs are comprised
of a numerous number of nested processes, it is important to assist the
user on which parts of the given VDP he should edit on adding/modifying
some new functionality. Thus, a VDP system should facilitate a feature
to focus the users editing actions on the particular part of VDP subject
to editing.

Visualizing execution of VDPs In order for the user to capture the be-
havior of a VDP, it is important for the execution of each instantiated
VDP to be visualized and animated. This will manifest to the user
design knowledge that dynamic and otherwise difficult to document
statically.

Support for consistency checking Consistency checks on process instan-
tiation and replacement in VDP are desirable to improve usability. For
example, a user may instantiate a pattern with a wrong set of pro-
cesses; by incorporating consistency checking mechanism into a VDP
system, such errors can be checked, or the operation is invalidated in
the first place. Furthermore, such consistency information can be em-
ployed to assist in the editing, when there are ambiguities on which
inputs connect to which outputs, etc.

We have implemented a VDP system based on a visual parallel program-
ming environment KLIEG, which answers the above issues. KLIEG itself is
a visual parallel data-flow language based on a parallel logic programming
language, moded FGHC [69]. We refer to a VDP in KLIEG as a KLIEG-
VDP. Designers can define KLIEG-VDPs that retain design information as
patterns, and then users choose a pattern from a catalog of KLIEG-VDPs in
their programs and implement customized processes in the pattern.
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6.1.2 Existing Work

There are many visual parallel data-flow programming environments such as
CODE[45], Meander[70], and SAA[40]. There are also environments based
on parallel logic programming languages like Pictorial Janus|[25], and PP[62].
Because these environments lack the support for VDPs, it is difficult to re-
place a set of components in data-flow diagrams. The user must manually
delete a set of processes, create new processes, and link processes appropri-
ately. This is a tedious and time-consuming task.

In VISTA[51], processors may have an internal network of processors.
In particular, internal processor called public processor can be replaced by
another processor with a compatible interface. Although similar to VDPs,
public processors in VISTA are merely replaceable, thus the user must search
appropriate processors from libraries. In addition, since VISTA shows only
the list of public processors, it is difficult to know which processors need to
be changed when multiple processors should be changed to obtain desired
behavior.

Holon/VP[28] uses an object sharing technique to enhance reusability of
program. This technique allows multiple networks sharing the same process
as their components. This is usable for customizing existing programs by
adding functions, but difficult for customizing by replacing the functions,
which is easy with KLIEG.

6.2 Visual Design Patterns on KLIEG

In this section, we describe the details of KLIEG-VDPs. A KLIEG-VDP is
a data-flow network diagram that has some replaceable and non-instantiated
processes called holes as parameters, and that maintains the design infor-
mation described in the previous section. Data-flow network diagrams are
components of KLIEG programs, and consist of processes with input or out-
put ports and links that connect input ports and output ports. A network
diagram may be constructed hierarchically from multiple networks.

Users can reuse the topology of the KLIEG-VDP by instantiating the
holes with customized processes which are appropriate for the KLIEG-VDP.
A hole also has ports, and can be instantiated with processes that have at
least the ports of the same type.

In the following, we first describe the features of KLIEG-VDP, then show
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an example of KLIEG-VDP.

6.2.1 Features of KLIEG-VDP
The features of the KLIEG-VDP are as follows:

1. The user can find appropriate processes for a hole by a process search
function. This function searches processes using the types of ports in
the hole. In addition, a hole is allowed to hold multiple processes, one
of which is valid at a given time. This allows the designer to provide a
default implementation, several alternatives, and sample code for a hole
in the KLIEG-VDP. The user can select an appropriate implementation
of the hole from these alternatives.

2. For highlighting replaceable processes, KLIEG-VDPs support multi-
focus distortion viewing. The designer magnifies the processes which
should be replaced together for changing a particular behavior, and
saves the layout with an appropriate name. The user can easily deter-
mine the replaceable processes by selecting the layout.

3. To show the dynamic behaviors of processes, KLIEG provides an execu-
tion tracer, which visualizes and animates the execution of the program.
The user can see the behaviors by executing the sample code.

4. KLIEG-VDP system facilitates type checking and inference algorithm
on communication ports for consistency checking. By checking types,
KLIEG presents only the appropriate processes for a hole from mul-
tiple implementation choices. KLIEG also links replaced processes as
automatically as possible.

Since features 1 and 2 are closely related to navigation for editing, they
are supported by Hyper Mochi Sheet with application semantics of KLIEG.
Though other features also use application semantics, they are out of the
scope of Hyper Mochi Sheet. We use type information and design informa-
tion as application semantics. Type information provides keys for searching
processes, and design information shows which processes should be focused.

These features can be implemented with the dynamic query technique in
Hyper Mochi Sheet.
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Figure 6.1: Master worker pattern

6.2.2 An Example

We show the master-worker pattern, which provides a simple load balancing
scheme that involves a master process and a collection of worker processes.
Figure 6.1 illustrates the concept of the master-worker pattern. The master
partitions a problem into sub-problems and sends them to workers ready
to compute. The workers are responsible for computing sub-problems. A
worker returns the solution(s) of a sub-problem to the master. When a
worker completes the computation of a sub-problem, it notifies the master
that it is ready to compute again. By providing appropriate masters and
workers, we can use this pattern for solving various parallel programming
problems, such as ray-tracing and search problems.

Figure 6.2 depicts the KLIEG-VDP that represents the master-worker
pattern. The master_worker pattern is a network constructed from two net-
works, master and workers, that correspond to the master process and the
collection of worker processes, respectively. Both master and workers have
some holes that represent processes, which depend on the problem to solve!.

These networks have ports (represented by white rectangles) to commu-
nicate with each other. An arrow linking two ports represents a stream that
is a continuous data-flow between the ports. For example, master has two
ports Wks and Ans to communicate with workers.

IMaster is shrunken, so the details are hidden.
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Figure 6.2: Master-worker pattern in KLIEG
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Figure 6.3: Detail of master network
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The workers is defined using a replication network that replicates processes
dynamically, and connects those processes. The replicated processes in work-
ers are represented by three holes (recessed rectangles labeled worker), and an
ellipsis, which abbreviates a set of processes. Each worker hole has an input
port (the recessed rectangle labeled Probs) and an output port (the raised
rectangle labeled Ans). Each replicated worker process receives sub-problems
from the Probs port, solves them, and returns answers to the master via the
Ans port.

A replication network has some special ports that determine the number
of replicated processes and the topology of the network. For example, the
Wks port in workers is a map port that determines the number of processes
to generate by the number of received elements from the port, and maps
each element to each process. Master (at the bottom-right of Figure 6.2) is
a merge port that merges the output streams of all the processes. Besides
these ports, we can use broadcast ports that broadcast received elements to
all the processes.

In Figure 6.3, the structure of the master hidden in Figure 6.2 is expanded
by zooming. The master network is composed of the generator and combiner
hole, and the dispatcher process. Generator simply generates a stream of
sub-problems. Combiner receives answers from dispatcher and computes the
final answer. The dispatcher process is the default implementation of the
dispatcher hole. It receives sub-problems from generator and messages from
workers (ready and answer). Then it sends the sub-problems to ready workers,
and sends the answers to the combiner.

In addition, we should also mention that KLIEG-VDPs can be combined
hierarchically for constructing large-scale programs from smaller ones. To
construct KLIEG-VDPs hierarchically, we merely instantiate a hole with an
entire KLIEG-VDP. In fact, master_worker is constructed in this way, i.e.,
master_worker has two holes, and these holes are instantiated with the master
and workers networks.

In the following sections, we will show the details of features in Sec-
tion 6.2.1. Definition of network diagrams can be easily performed by normal
graph editors, so we will concentrate on issues on definition and use. We first
describe support with Hyper Mochi Sheet in Section 6.3, then explain other
support in Section 6.4. We use the master_worker pattern as an example.
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6.3 Support with Hyper Mochi Sheet

6.3.1 Management of Multiple Implementations

The designer can search appropriate processes for a hole. KLIEG searches
processes using the types of ports in the hole, and show the result in a dialog
box. The hole is replaced only by clicking one of processes. We found this
is easier than dragging an implementation from the other module every time
the user replaces an implementation. Another method for showing search
results is magnifying processes using distortion views. The designer and pro-
grammer can easily access the definitions of processes for determining which
process is appropriate for the hole. This feature can be easily implemented
by customizing the search engine of the dynamic query function in Hyper
Mochi Sheet?.

In addition, the designer can store a hole with multiple implementations
by repeated drag-and-dropping icons of appropriate processes onto the hole.
Using this interface, the designer can provide a KLIEG-VDP with different
kinds of implementations:

Sample implementations By executing these implementations on the tracer,
the user can understand the behavior of the KLIEG-VDP.

Default implementations The most likely implementations the user is
likely to use.

Alternative implementations The implementations that serve as the ba-
sis of user customization.

Implementations in a hole are chosen with a dialog box. Using the dia-
log box, the user can not only select an implementation, but also change a
particular specification of an existing program?®.

As an example, we show how to manage multiple implementations for
the master-worker pattern to solve search problems. When solving search
problems with the master-worker pattern, combiner might be implemented
independent of the problem to solve. Thus we provide two implementations

2Currently we have not yet implemented the distortion view version of the search
function. The future version will incorporate this function.

3A well-designed VDP should be able to change its specification by replacing imple-
mentations in holes.
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Figure 6.4: Alternative implementations

to combiner (Figure 6.4). On the top-right of Figure 6.4, the dialog box shows
dropped processes. To show the result of query, we use the same dialog box.
The pass_answers process passes through the answers from dispatcher to the
output, and the count_answers counts the number of answers.

In addition, we can change the treatment of answers from finding all
answers to finding the fixed number of answers. This is done by changing
the dispatcher process to the process that terminates all the workers when
it receives the fixed number of answers from workers. To perform this, we
only add an implementation of a new dispatcher to dispatcher hole. On
the bottom-right of Figure 6.4, a dialog box shows the one_ans_dispatcher
process for finding single answer, and the n_ans_dispatcher process for finding
7 answers.
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6.3.2 Focusing Support for Processes Editing

The designer can show which processes should be modified to change a par-
ticular behavior of a KLIEG-VDP by providing a distortion view layout of
the KLIEG-VDP in which the processes are magnified. The user can select a
layout by the behavior name and can easily find out which processes should
be modified.

Using multi-focus distortion viewing, we can obtain a layout in which all
related components are magnified in a single view, even if they are separated
from each other on screen. In such a view, we can see the details of the
components and the overview of the network at the same time. In addition,
the editor of KLIEG animates transition from one layout to another layout,
so that the user is not confused even if the layout drastically changes.

When the user intends to change a particular behavior of a program, the
user selects an appropriate layout and replaces the magnified processes. The
changes to a KLIEG-VDP in one layout view are reflected in other layouts.

This support uses design information as application semantics, and can be
easily implemented with Hyper Mochi Sheet library. One way to implement
the function uses the dynamic query technique. The programmer can find
modifiable processes by dynamic queries, if the name of a behavior is attached
to the processes by the designer. Another implementation uses saving and
recovery of distortion view layouts. The designer should make distortion
views and save them with behavior names. It is obvious to introduce layout
saving and recovery functions into Hyper Mochi Sheet.

As an example, we show two layouts of the master-worker pattern for
search problems. One is for changing the problem to solve, and the other is
for changing the treatment of the answers. Figure 6.5 depicts two layouts and
a dialog box for changing layouts. The layout on the left is for changing the
problem. To change the problem, the user must change the generator and the
worker magnified in the editor. Another layout on the right is for changing
the treatment of the answers. Similarly, the treatment of the answers can be
changed by modifying combiner or dispatcher magnified in the editor.
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Figure 6.5: Changing layout for modifying behaviors

6.4 Other Support

6.4.1 Visualizing Execution of KLIEG-VDPs

The user can observe the behaviors of KLIEG-VDPs by executing a sample
program with the tracer. As an example, we show the sample program
that solves the N-Queens problem using the master_worker pattern, and its
execution on the tracer. The program in Figure 6.6 was constructed by
selecting the layout for changing the problem (Figure 6.5), and instantiating
the holes with processes for the N-Queens problem. In the master network,
the ports Size and Depth* are added for inputting the search parameter, and
the Answer port is added to output answers.

Figure 6.7 shows a snapshot of the execution of the N-Queens program
in the tracer. The tracer animates the transition of the network during the
execution, while maintaining the topology of the pattern in the program.
This is possible because the design information of the KLIEG-VDP can be

“They are singleton ports that receive only one datum
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master_worker
master

Figure 6.6: Solving N-Queens problem using master_worker

referred from the runtime system of KLIEG. The tracer can also show the
contents of streams. Thus the user can easily recognize the KLIEG-VDPs
used in the program, and can observe the behaviors from the animation and
the contents of streams. The tracer also supports distortion viewing, so the
user can navigate through large-scale networks using automated zooming of
important parts of the program.

6.4.2 Checking Consistency Using Types

To further improve the user interface of KLIEG-VDPs, we employ type check-
ing and inference of ports of processes. Using type information, KLIEG can
restrict the possible candidates for a hole, and can connect ports of processes
automatically.

As an example, Figure 6.8 shows the situation where the generator hole has
been instantiated with nqueens_gen process that generates sub-problems for
the N-Queens problem. In this case, processes that have no relevance to the
N-Queens problem should be disabled when the user instantiates the worker
hole or selects the worker process. To detect this, the port type of Probs
of nqueens_gen is propagated to dispatcher and then to the worker holes by
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Figure 6.7: Executing the N-Queens program on the tracer

the type inference algorithm, so that processes except for nqueens_worker are
disabled in the Implementations dialog box (at the bottom-right of Figure 6.8).

As another example, consider the case the user replaces dispatcher with
another implementation. It would be impossible to connect ports automat-
ically without type information, because dispatcher has two input ports and
two output ports, and can be linked in different ways. In this case, KLIEG
automatically connects the ports correctly if the types of all ports are de-
tected. In this way, the user does not have to reconnect each port every time
when replacing the processes.

To implement these type checkings, we use a constraint based type anal-
ysis. The base language of KLIEG is moded FGHC [69], and our analysis
technique is also based on the mode-analysis algorithm of moded FGHC. We
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Figure 6.8: Checking port types of the worker

omit the details of the algorithm for brevity; interested readers are referred
to [69].

6.5 Programming with KLIEG-VDPs

For users, programming using KLIEG-VDPs is simple and easy. It can be
performed using the same interfaces for definition, namely dragging and drop-
ping interface and dialog boxes:

1. Select a necessary KLEG-VDP from a library, and drag and drop it on
to one’s program.
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2. If a sample code exists, execute the code with the tracer, and confirm
the behaviors of the KLIEG-VDP.

3. Select a layout corresponding to the behavior to be modified from the
dialog box.

4. Leave the default implementation for a hole as is, if it is sufficient.
If not, select an appropriate implementation for each hole from its
dialog box. If there are no appropriate implementations, implement
necessary processes for unspecified holes, and instantiate the holes with
the processes using drag and drop.

5. Add necessary ports and links that are not defined in the KLIEG-VDP.

6. When changing the other behaviors of the program, repeat the steps 3
to 5.

7. Execute the program and for change in behavior go back to step 3.

6.6 Conclusion

We have shown that the application semantics can provide further support
for navigation and editing in a visual programming environment. We use
type information and design information as the semantics for the support.
The management of multiple implementations and the focusing support for
process editing can be easily implemented in our framework of Hyper Mochi
Sheet. We also show some other support without Hyper Mochi Sheet, and
proposed the notion of visual design patterns for integrating all support.
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Summary

We have proposed a new GUI framework to support navigation and editing
through multi-focus distortion views. This framework keeps distortion layout
free and flexible, while reducing the number of command invocations by
automatic focus management techniques.

Hyper Mochi Sheet enhanced navigation for editing using three automatic
focusing techniques: focus size prediction, predictive focus selection, and dy-
namic query. The focus size prediction automatically determines appropri-
ate sizes of nodes, and reduces boring repetitive work. The predictive focus
selection automatically defocuses unnecessary foci during navigation with
hyperlinks, and reduces layout adjustment tasks before and after following
hyperlinks. The dynamic query function allows the user to find scattering
objects with simple operations and quickly create layouts for editing search
results.

We have also shown that the application semantics can provide further
support for navigation and editing. We have made a case study using a
data-flow visual programming environment (VPE) as a sample application.
We use type information and design information as the semantics for the
support, and showed that navigation support can be easily implemented in
Hyper Mochi Sheet.

7.1 Discussion

We have shown that the combination of proposed techniques is effective in
navigating and editing nested network through multi-focus distortion views.

88
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There are relationships between those techniques. In short, the focus size
prediction technique provides a set of appropriate node sizes for automatic
focusing in the predictive focus selection and the dynamic query techniques.
In the following, we discuss generality and applicability of each technique.

7.1.1 Focus size prediction

The focus size prediction technique itself is independent of the other tech-
niques. Basically, a set of node sizes determined by the technique is used for
opening/closing the node, which is the most simple automatic focusing. The
other techniques only reuse the set of sizes.

The technique is also independent of nested networks and the Hyper
Mochi Sheet algorithm, since the prediction algorithm concerns only the his-
tory of resize and open/close commands on each node. Therefore, this tech-
nique can be applied to other distortion views that focus on each node, such
as the layout-independent fisheye view[42], and the continuous zoom/[5]. The
technique is also applicable to pan/zoom based interfaces, such as Pad++[7,
8] and SHriMP[58], because they scale each node independently.

In addition, the technique is most effective in applications such as pre-
sentation tools and hypertext editors, in which the representation of each
node is important and the user should adjust node sizes according to their
preferences. Otherwise, the technique is less effective, because the user often
compromises on a set of node sizes determined automatically.

7.1.2 Predictive focus selection

The predictive focus selection technique uses results of the focus size pre-
diction for focusing necessary nodes and defocusing unnecessary nodes to
appropriate sizes. Therefore, the user can quickly obtain an appropriate
distortion view after following a hyperlink.

Although the technique uses results of the focus size prediction for focus-
ing selected nodes, the method of the selection itself can be used indepen-
dently of the other techniques. The technique can be applied to multi-window
and multi-buffer systems for automatically closing unnecessary windows or
buffers. Therefore, the technique is also independent of distortion views and
nested networks.

In addition, the technique is more effective in editor applications than in
browser applications. In editors, the system can obtain keys for the prediction
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from editing status and operations, in addition to navigation operations. In
practice, useful semantics is often obtained from editing status and operations
as shown in Chapter 5.

7.1.3 Dynamic query

The dynamic query technique uses results of the focus size prediction to
show results of dynamic queries. Therefore, the user can quickly edit results
of queries through an appropriate distortion view.

The technique relies on hierarchical structures. Reliable information hi-
erarchy is necessary for the user to narrow search space correctly. Especially,
it is important that each parent node is labeled appropriately, so that the
user can guess subtrees by labels and paths from the root node.

In addition, the technique is applicable to various applications by chang-
ing the search engine. Hyper Mochi Sheet performs dynamic approximate
string matching as the default search method, and allows the programmer to
provide search engines customized for the application as shown in Chapter 6.

7.2 Limitations

The focus size prediction technique can not predict a node size that is not in
the size history of the node. The user must manually resize the node when he
or she cannot find an acceptable size in the history. One solution is that the
system pre-calculates appropriate sizes according to application semantics.

The predictive focus selection technique is still a preliminary design and
implementation, though it works well in our applications presented in this
thesis. To introduce more application semantics as prediction keys, it is
necessary to implement more applications, such as an object-oriented design
tool, and to analyze requirements for automatic support.

Improvement of the user interface is also required. The size correction
interface is still indirect for the user. A correction interface for the predictive
focus selection is also necessary. It should allow the user to select a proper
layout from multiple candidates.

Hyper Mochi Sheet also has an implementation related limitation, though
it provides enough scalability for practical use. It is capable of visualizing
about 6,000 nodes with smooth animation (2 — 5 frame per seconds) us-
ing PC/AT (CPU: Pentium 133MHz MMX, Video Chip: Chips& Technology
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65554, and Memory: 64MB). The frame rate of animation depends mainly
on how many nodes are visible and are resized at once. With more efficient
graphics hardware and larger memory, Hyper Mochi Sheet can apparently
display and interact with nested network containing up to 20,000 nodes. To
obtain more scalability, we should introduce indexing and filtering of nodes,
so that the system can load nodes to memory on demand.

7.3 Future Work

Extending the concept of Hyper Mochi Sheet to desktop environments is one
of the most interesting directions for future work. The hierarchical visualiza-
tion of a file system, and windows of executed applications would be seam-
lessly integrated in the desktop, using distortion views. Pull-down menus
in applications can be also integrated into Hyper Mochi Sheet as zooming
menus.

Applying Hyper Mochi Sheet to large (30 inches or more) and high res-
olution (with 3,000 or more pixels) screens is also an interesting direction.
Since the user cannot see overall screen space at once, new distortion view
algorithms will be required, so that the user can keep arbitrary sets of nodes
at hand, while displaying overall context on the screen.

7.4 Conclusion

Although multi-focus distortion views provide flexible layouts for editing mul-
tiple parts, it is complicated and time-consuming task to navigate and edit
structured information. The user’s most important task is management of
multiple foci during navigation for editing, in which the user creates a dis-
tortion view suitable for the next editing situation. We analyzed the general
problems of navigation for editing, and show that the most important is-
sue is trade-off between flexibility of distortion layouts and the number of
command invocations.

We have proposed a new GUI framework for distortion views, which au-
tomatically manages multiple foci, and reduces the number of command in-
vocation, keeping distortion layouts free and flexible. We implemented the
framework as a general GUI library, Hyper Mochi Sheet. We have also shown
that the application semantics can provide further support for navigation and



CHAPTER 7. SUMMARY

editing.
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